IDMS vNext Coding Standards

1. Naming Conventions and Standards

|  |
| --- |
| Note :  The terms Pascal Casing and Camel Casing are used throughout this document.  **Pascal Casing** - First character of all words are Upper Case and other characters are lower case.  Example: BackColor  **Camel Casing -** First character of all words, except the first word are Upper Case and other characters are lower case.  Example: backColor |

1. Use Pascal casing for Class names

public class **HelloWorld**

{

...

}

1. Use Pascal casing for Method names

void **SayHello**(string name)

{

...

}

1. Use Camel casing for variables and method parameters

int **totalCount** = 0;

void SayHello(string name)

{

string **fullMessage** = $"Hello {name}”;

...

}

1. Use the prefix “I” with Camel Casing for interfaces ( Example: **IEntity** )
2. Do not use Hungarian notation to name variables.

Having the data type as a prefix for the variable name and using m\_ as prefix for member variables. Eg:

string m\_sName;

int nAge;

However, in .NET coding standards, this is not recommended. Usage of data type and m\_ to represent member variables should not be used. All variables should use camel casing.

1. Use Meaningful, descriptive words to name variables. Do not use abbreviations.

Good:

string address

int salary

Not Good:

string nam

string addr

int sal

1. Do not use single character variable names like i, n, s etc. Use names like index, temp

One exception in this case would be variables used for iterations in loops:

for ( int i = 0; i < count; i++ )

{

...

}

If the variable is used only as a counter for iteration and is not used anywhere else in the loop, many people still like to use a single char variable (i) instead of inventing a different suitable name.

1. Do not use underscores (\_) for local variable names.
2. All member variables must be prefixed with underscore (\_) so that they can be identified from other local variables.
3. Do not use variable names that resemble keywords.
4. Prefix boolean variables, properties and methods with “is” or similar prefixes.

Ex: private bool \_isFinished

1. Namespace names should follow the standard pattern

<company name>.<product name>.<top level module>.<bottom level module>

1. File name should match with class name.

For example, for the class HelloWorld, the file name should be helloworld.cs (or, helloworld.vb)

1. Use Pascal Case for file names.
2. Indentation and Spacing
3. Use TAB for indentation. Do not use SPACES.
4. Curly braces ( {} ) should be in the same level as the code outside the braces.

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAALsAAAB3CAIAAADU2KbyAAAAAXNSR0IArs4c6QAAAAlwSFlzAAAOwwAADsMBx2+oZAAABNlJREFUeF7tnYtuHCEMRbP98bZfvmGFiijM6+IJA/isqqhhDdiXM4Z5kdf7/f7igwKXFfh12RJDFPgoADFwoCkAMZpeWEMMDGgKQIymF9YQAwOaAhCj6YU1xMCApgDEaHphDTEwoCkAMZpeWEMMDGgKQIymF9YQAwOaAhCj6YU1xMCApgDEaHphDTEwoCkAMZpeWEMMDGgKQIymF9YQAwOaAhCj6YW1SMzrhWTOFRCJqdR6/S0ZCiV1YVHv1ODGUenZ141uD9vUS3snMuSYw3cow/C8f5+8ZHnF5l69+vd4r/9DtWbKMUU6iUfzlRwzlAQ4IylgIqZIJ/HX8PM0zUguYjyUAiZihooEZ/ooYCImTUPR1xtnpc2prS5kBuxDSd7LzSvfiwH0XIr27Oti+FObPUPM1JI5d940KznXzmf4EONz3Nujhph27XzWtBLDNXhv3JiI4TTEGy4hXhMxDvUi5HZimI980tNODDePIManAkStKdCeY0I/Ic0wN2l6z2/NXYL5x7BvBKYc09dVehtCgXmI4aH0IYDheswYwzCRF/PkmErUzdcYJpJ+UlcnJkZSPD6tN84ze8eeDH0GGt4+ET7hjPqpz/9df/0pPalLCk+TwanlT4TY4PBPuGFv00uO2UtIp1lnMznltfLUleeGwiY4UCe508eZ91LjkylTg26MHNN2vNY55krWCTbxXxJqr51Ynn4WFQ98Pg6nzW1tWBVr7znmdDEUX79quLqdKhZdDL1GOZUjZMp736K90GOryb8XeOuHcq48ppOPU34PNZYf3FVNFfdqpRaiG8mZumLeV/5t4cPeV3vVWwVtrOeFmEZ5xq525VC5PYL5iLldguka3Ex73aKAmG5SL9IRK99FBrJbGBMTU590zH4a0m3ULR1NTIwlbOo2KzArMW3n2M0yUTEpMCsxDOFTCkxJDAnmKVxCv1MS86BedD0fMZYEU98rvlICJbkC813BsxDD2NsVmI8Ye8y0YFFgvlnJEi117QpAjF1DXy1AjK/xtkcLMXYNfbUAMb7G2x4txNg19NUCxPgab3u0EGPX0FcLEONrvO3RQoxdQ18tQIyv8bZHCzF2DX21ADG+xtseLcTYNfTVAsT4Gm97tBDTqOHm1i+preNvG7sco9qyxPzo227xOcCDHSEW3oJ/ymfwNrf22NwsIx6WafeX/D+hvGhnb8eQ4tg+6D32Fe2Lp0tPfc57eWTThqspTNmeKOzANOg+eGlDqHpHp4O9pdKWUsc2tUT1rlLRJi8vbJKHeV91oTYcT1ivMys9uCdUXLUcz4Obe13t+Xz1cH/CbrVZqZgX8l9Pp6F6XttcjtTzS8FKvgVaPkmlKTJfINeF9Yz2BBi7fU5JzFAK3u7M0IuYmd6J/Cyi+DyvwDw55nmt8OCjwDorX8azjwIQ00fndXppJ+bFHzxaBwMhknZiwtUjoBGUXsW0nZhVFCAOTQGI0fTC2kQME5NDgEzEhHWM9ocwHAq8XMgmYpZTg4DOFYCYc42wyBWAGHjQFGgnhkWMpvQq1u3EsOZdhQEtDpEYHjnQ5F3QWiRmQQUISVMAYjS9sIYYGNAUgBhNL6whBgY0BSBG0wtriIEBTQGI0fTCGmJgQFMAYjS9sIYYGNAUgBhNL6whBgY0BSBG0wvrb6FjjGLNw8f1AAAAAElFTkSuQmCC)

1. There should be one and only one single blank line between each method inside the class.
2. Use #region to group related pieces of code together. If you use proper grouping using #region, the page should like this when all definitions are collapsed.
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1. Keep private member variables, properties and methods in the top of the file and public members in the bottom.
2. Good Programming practices
3. Use string interpolation to concatenate string instead of using the traditional way.

Good:

void SayHello(string name)

{

string **fullMessage** = $"Hello {name}”;

...

}

Not Good:

void SayHello(string name)

{

string **fullMessage** = $"Hello “ + name;

...

}

1. Avoid writing very long methods. A method should typically have 1~25 lines of code. If a method has more than 25 lines of code, you must consider re factoring into separate methods.
2. Method name should tell what it does. Do not use mis-leading names. If the method name is obvious, there is no need of documentation explaining what the method does.

Good:

void SavePhoneNumber ( string phoneNumber )

{

// Save the phone number.

}

Not Good:

// This method will save the phone number.

void SaveDetails ( string phoneNumber )

{

// Save the phone number.

}

1. A method should do only 'one job'. Do not combine more than one job in a single method, even if those jobs are very small. Refer Single responsibility principle of the SOLID design principles.

Good:

// Save the address.

SaveAddress ( address );

// Send an email to the supervisor to inform that the address is updated.

SendEmail ( address, email );

void SaveAddress ( string address )

{

// Save the address.

// ...

}

void SendEmail ( string address, string email )

{

// Send an email to inform the supervisor that the address is changed.

// ...

}

Not Good:

// Save address and send an email to the supervisor to inform that

// the address is updated.

SaveAddress ( address, email );

void SaveAddress ( string address, string email )

{

// Job 1.

// Save the address.

// ...

// Job 2.

// Send an email to inform the supervisor that the address is changed.

// ...

}

1. Do not hardcode numbers. Use constants instead. Declare constant in the top of the file and use it in your code.

However, using constants are also not recommended. You should use the constants in the config file or database so that you can change it later. Declare them as constants only if you are sure this value will never need to be changed.

1. Do not hardcode strings. Use resource files.
2. Convert strings to lowercase or upper case before comparing. This will ensure the string will match even if the string being compared has a different case.

if ( name.ToLower() == “john” )

{

//…

}

1. Use String.Empty instead of “”

Good:

If ( name == String.Empty )

{

// do something

}

Not Good:

If ( name == “” )

{

// do something

}

1. Avoid using member variables. Declare local variables wherever necessary and pass it to other methods instead of sharing a member variable between methods. If you share a member variable between methods, it will be difficult to track which method changed the value and when.
2. Use enum wherever required. Do not use numbers or strings to indicate discrete values.

Good:

enum MailType

{

Html,

PlainText,

Attachment

}

void SendMail (string message, MailType mailType)

{

switch ( mailType )

{

case MailType.Html:

// Do something

break;

case MailType.PlainText:

// Do something

break;

case MailType.Attachment:

// Do something

break;

default:

// Do something

break;

}

}

Not Good:

void SendMail (string message, string mailType)

{

switch ( mailType )

{

case "Html":

// Do something

break;

case "PlainText":

// Do something

break;

case "Attachment":

// Do something

break;

default:

// Do something

break;

}

}

1. Do not make the member variables public or protected. Keep them private and expose public/protected Properties.
2. Never hardcode a path or drive name in code. Get the application path programmatically and use relative path.
3. Error messages should help the user to solve the problem. Never give error messages like "Error in Application", "There is an error" etc. Instead give specific messages like "Failed to update database. Please make sure the login id and password are correct."
4. Do not have more than one class in a single file.
5. Avoid having very large files. If a single file has more than 1000 lines of code, it is a good candidate for refactoring. Split them logically into two or more classes.
6. Avoid public methods and properties, unless they really need to be accessed from outside the class. Use “internal” if they are accessed only within the same assembly.
7. Avoid passing too many parameters to a method. If you have more than 4~5 parameters, it is a good candidate to define a class or structure.
8. If you have a method returning a collection, return an empty collection instead of null, if you have no data to return. For example, if you have a method returning an ArrayList, always return a valid ArrayList. If you have no items to return, then return a valid ArrayList with 0 items. This will make it easy for the calling application to just check for the “count” rather than doing an additional check for “null”.

1. If you are opening database connections, sockets, file stream etc, always close them in the finally block. This will ensure that even if an exception occurs after opening the connection, it will be safely closed in the finally block.
2. Declare variables as close as possible to where it is first used. Use one variable declaration per line.
3. Use StringBuilder class instead of String when you have to manipulate string objects in a loop. Each time you append a string, it is actually discarding the old string object and recreating a new object, which is a relatively expensive operations.

Consider the following example:

public string ComposeMessage (string[] lines)

{

   string message = String.Empty;

   for (int i = 0; i < lines.Length; i++)

   {

      message += lines [i];

   }

   return message;

}

In the above example, it may look like we are just appending to the string object ‘message’. But what is happening in reality is, the string object is discarded in each iteration and recreated and appending the line to it.

If your loop has several iterations, then it is a good idea to use StringBuilder class instead of String object.

See the example where the String object is replaced with StringBuilder.

public string ComposeMessage (string[] lines)

{

    StringBuilder message = new StringBuilder();

    for (int i = 0; i < lines.Length; i++)

    {

      message.Append( lines[i] );

    }

    return message.ToString();

}

1. Comments

Good and meaningful comments make code more maintainable. However,

1. Do not write comments for every line of code and every variable declared.
2. Use **//** or **///** for comments. Avoid using **/\* … \*/**
3. Write comments wherever required. But good readable code will require very less comments. If all variables and method names are meaningful, that would make the code very readable and will not need many comments.
4. Do not write comments if the code is easily understandable without comment. The drawback of having lot of comments is, if you change the code and forget to change the comment, it will lead to more confusion.
5. Fewer lines of comments will make the code more elegant. But if the code is not clean/readable and there are less comments, that is worse.
6. If you have to use some complex logic, document it very well with sufficient comments.
7. If you initialize a numeric variable to a special number other than 0, -1 etc, document the reason for choosing that value.
8. The bottom line is, write clean, readable code such a way that it doesn't need any comments to understand.
9. Perform spelling check on comments and also make sure proper grammar and punctuation is used.